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Improvements on how to access the database:
Connection Pools

Handling Database Connections

Within a JSP:
- Opening a connection for every HTTP request penalizes the DB server (in terms of resources) and the client (in terms of waiting time)
- Hardcoded JSBC driver, database name, username and password reduce portability
- Need to repeat for every JSP accessing the DB
  - Code maintenance becomes almost impossible
- Mix HTML presentation code and DB access code
  - Bad system design
(Poor) Alternative: Handling Database Connections

Within Java Servlet `init()` method:
- Close connection in `destroy()`
- Connection open for the lifetime of the servlet
- Portability, code maintenance and HTML/DB code mixing arguments apply here too
- Bad system design

Better Alternative: Connection Pool

- Application server creates a resource that is a pool of connections to a DBMS
- So that each web app process does not have to open and close a connection

Developer specifies:
- Pool size
- Minimum number of open connections
  - Even if nobody asked them yet
- Minimum number of connections that will not close
- Timeouts
The Connection Pool as a Proxy to the database
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In META-INF/context.xml

```xml
<?xml version="1.0" encoding="UTF-8"?>
<Context path="" debug="5" override="true" reloadable="true">
  <Resource
    name="jdbc/ClassesDBPool"
    description="CSE Classes DB Pool"
    driverClassName="com.mysql.jdbc.Driver"
    type="javax.sql.DataSource" auth="Container"
    url="jdbc:mysql://localhost/DemoClasses"
    username="root" password="root"
    defaultAutoCommit="false"
    maxActive="10" minIdle="0" maxIdle="5" maxWait="3000"
    removeAbandoned="true" removeAbandonedTimeout="60"
    logAbandoned="true" validationQuery="SELECT 1"
  />
</Context>
```
JSP Code
<html><body><table><tr>
<td><jsp:include page="menu.html"></jsp:include>
</td>
<td>
<Open Connection Code>
<Insertion Code>
<Update Code>
<Delete Code>
<Statement Code>
<Presentation Code>
<Close Connection Code>
</td>
</tr></table></body></html>
DB Specific Parameters

- Databases close connections after many hours of inactivity – fix this

```xml
<?xml version="1.0" encoding="UTF-8"?>
<Context path="" debug="5" override="true" reloadable="true">
  <Resource
    ...
    url="jdbc:mysql://localhost/DemoClasses?autoReconnectForPools=true"
    username="root" password="root"
    ...
  />
</Context>
```
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Improvements on how to access the database:
Java Beans and Data Access Objects
What is a Java Bean?

• Simply a class wrapping some data...
  ...and meets certain restrictions
• Three components:
  – Default constructor (no arguments)
  – Private properties (instance variables) only, no public ones!
  – For each field, provide a `getter` method to retrieve it and a `setter` method to modify it

Why Java Beans?

• Reusable and Portable Component Model
  – No need to repeat the same code/queries
  – Code maintenance becomes much easier
  – Better use of resources
• Managed by container (Apache Tomcat)
  – Bean scope can be page, request, session or application
• Easy to assign HTTP request parameters to bean properties
• Easy to share beans among multiple HTTP requests, servlets, actions and JSPs
• Can be introspected, persisted and customized
Currency Converter Example
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ConverterBean

form.html

<html>
<head>
  <title>Currency Conversion Form</title>
</head>
<body>
  <h1>Currency Conversion Form</h1>
  <p>Enter an amount to convert:</p>
  <form action="result.jsp" method="GET">
    <input type="text" name="usdAmount" size="25"><br/>
    <input type="submit" value="Submit">
  </form>
</body>
</html>
result.jsp (Without Java Bean)

```html
<html>
<head><title>Currency Conversion Result</title></head>
<body><h1>Currency Conversion Result</h1>
<% 
    String usdAmount = request.getParameter("usdAmount");
    BigDecimal yenRate = new BigDecimal("88.75");
    BigDecimal yenAmount = 
        new BigDecimal(usdAmount).multiply(yenRate);
    yenAmount = yenAmount.setScale(2, BigDecimal.ROUND_UP);
%>
<p><%= usdAmount %> USD are <%= yenAmount %> Yen</p>
</body>
</html>
```

Converter Bean

```java
package converter;
public class ConverterBean { 
    // private properties
    private String usdAmount = "0.0";
    private String yenRate = "88.75";
    private BigDecimal yenAmount;
    // Getters and setters automatically generated by Eclipse
    // Menu Source -> Generate Getters and Setters...
    public String getUsdAmount() { return usdAmount; }
    public void setUsdAmount(String usdAmountStr) {
        usdAmount = usdAmountStr;
    }
    ... 
}
```
Naming Convention

- Connect property names with getter/setter method names
- Capitalize the first letter of the property and add the word “get” (“set” respectively)
  - Property: usdAmount
  - Getter: getUsdAmount
  - Setter: setUsdAmount

How to Use a Java Bean in a JSP

- Compile bean and place under WEB-INF/classes
  
  <jsp:useBean id="<beanName>" class="<beanClass>"
          scope="<scope>"/>

  - Equivalent to
  
    <% <beanClass> <beanName> = new <beanClass>(); %>

  <jsp:getProperty name="<beanName>"
          property="<propertyName>"/>

  - Equivalent to
  
    <%= <beanName>.getPropertyName() %>

  <jsp:setProperty name="<beanName>"
          property="<propertyName>"
          value="<value>"/>

  - Can be initialized when subelement of <jsp:useBean>
result.jsp (With Java Bean)

```jsp
<%@ page import="converter.*" %>
<jsp:useBean id="conv" scope="session"
    class="converter.ConverterBean"/>
<jsp:setProperty name="conv" property="*"/>
<html>
<head><title>Currency Conversion Result</title></head>
<body>
<h1>Currency Conversion Result</h1>
<p>
    <jsp:getProperty name="conv" property="usdAmount"/> USD are
    <jsp:getProperty name="conv" property="yenAmount"/> Yen
</p>
</body>
</html>
```

resultInitRate.jsp

- Initialize bean properties

```jsp
<jsp:useBean id="conv" scope="request"
    class="converter.ConverterBean">
    <jsp:setProperty name="conv" property="yenRate"
        value="100" />
</jsp:useBean>
<jsp:setProperty name="conv" property="*"/>
<html>
<head><title>Currency Conversion Result</title></head>
<body>
    ...
</body>
</html>
```
Data Access Object (DAO) Java Design Pattern

- A Data Access Object (DAO) is a bean encapsulating database access code
- Completely separates DB access code from application logic and presentation code
- Improves code maintenance and portability
- Improves database server performance

Data Entry Example – 1st Attempt

StudentBean
public class StudentBean {
    private Integer id = null;
    private String first = null, middle = null, last = null;

    private String selectStr = "SELECT * FROM Students";
    private String insertStr = "INSERT INTO Students VALUES
        (?, ?, ?, ?)"
    private String updateStr = "UPDATE Students SET first_name = ?, " + "middle_name = ?, last_name = ? WHERE id = ? ";
    private String deleteStr = "DELETE FROM Students WHERE id = ?";

    public Integer getId() { return id; }
    public void setId(Integer id) { this.id = id; }
    ...
    public ResultSet getAllStudents() {...}
    public void insertStudent() {...}
    public void updateStudent() {...}
    public void deleteStudent() {...}
    public void close() { ... }
}
Data Entry Example – 1st Attempt

**StudentBean**

```java
public ResultSet getAllStudents() {
    conn = DBConnectionPool.getConnection();
    pStmt = conn.prepareStatement(selectStr);
    allStudents = pStmt.executeQuery();
    return allStudents;
}
```

```java
public void insertStudent() {
    conn = DBConnectionPool.getConnection();
    pStmt = conn.prepareStatement(insertStr);
    pStmt.setInt(1, firstName);
    ... 
    pStmt.executeUpdate();
    conn.commit();
    close();
}
```

**DBConnectionPool**

```java
public class DBConnectionPool {
    private static Context ctx = null;
    private static DataSource ds = null;

    public static Connection getConnection() throws NamingException, SQLException {
        if (ctx == null) {
            ctx = new InitialContext();
            ds = (DataSource) ctx.lookup("java:comp/env/jdbc/ClassesDBPool");
        }
        return ds.getConnection();
    }
}
```
students.jsp Code

```html
<html><body><table><tr><td><jsp:include page="menu.html"/>

<td>
  <Open Connection Code>
  <Insertion Code>
  <Update Code>
  <Delete Code>
  <Statement Code>
  <Application Logic Code>
  <Presentation Code>
  <Close Connection Code>
</td></tr></table></body></html>
```

students.jsp Code

```jsp
<%@ page import="dataentry.*, java.sql.*"%>
<jsp:useBean id="student" scope="session" class="dataentry.StudentBean"/>

<%-- -------- Application Logic Code -------- --%>
<%
  String action = request.getParameter("action");
  if (action != null && action.equals("insert"))
    student.insertStudent();
  else if (action != null && action.equals("update"))
    student.updateStudent();
  else if (action != null && action.equals("delete"))
    student.deleteStudent();
  ResultSet rs = student.getAllStudents(); %>

<html>...
```
Data Entry Example – 1st Attempt

Advantages
• Consolidated SQL statements and connection code in StudentBean
  – Improves code maintenance and portability
• StudentBean makes it easy to process request parameters

Disadvantages
• StudentBean mixes DB access and session data
• Still need to manually close connection

Data Entry Example – 2nd Attempt

StudentBean
public class StudentBean {
  private Integer id = null;
  private String first = null;
  private String middle = null;
  private String last = null;

  public Integer getId() { return id; }
  public void setId(Integer id) { this.id = id; }

  ... public void clear() {
    id = null;
    first = null;
    middle = null;
    last = null;
  }
}
Data Entry Example – 2nd Attempt

**StudentModel**

```java
public class StudentModel {
    private static String selectStr = ...
    private static String insertStr = ...
    private static String updateStr = ...
    private static String deleteStr = ...

    public static CachedRowSet getAllStudents() {...}
    public static void insertStudent(StudentBean student) {...}
    public static void updateStudent(StudentBean student) {...}
    public static void deleteStudent(StudentBean student) {...}
}
```

Data Entry Example – 2nd Attempt

**StudentModel**

```java
public static void insertStudent(StudentBean student) throws SQLException, NamingException {
    Connection conn = DBConnectionPool.getConnection();
    PreparedStatement pStmt = conn.prepareStatement(insertStr);

    pStmt.setString(1, student.getFirst());
    ... pStmt.executeUpdate();
    conn.commit();
    pStmt.close();
    conn.close();
}
```
StudentModel

```java
public static CachedRowSet getAllStudents() throws SQLException, NamingException {
    Connection conn = DBConnectionPool.getConnection();
    PreparedStatement pStmt = conn.prepareStatement(selectStr);
    ResultSet allStudents = pStmt.executeQuery();

    CachedRowSet crsStudents = new CachedRowSetImpl();
    crsStudents.populate(allStudents);

    allStudents.close();
    pStmt.close();
    conn.close();
    return crsStudents;
}
```

students.jsp Code

```jsp
<%@ page import="dataentry.beans.*, dataentry.db.*, javax.sql.rowset.*" %>
<jsp:useBean id="student" scope="session"
    class="dataentry.beans.StudentBean"/>
<%-- -------- Application Logic Code -------- --%>
<% String action = request.getParameter("action");
    if (action != null && action.equals("insert"))
        StudentDB.insertStudent(student);
    else if (action != null && action.equals("update"))
        StudentDB.updateStudent(student);
    else if (action != null && action.equals("delete"))
        StudentDB.deleteStudent(student);

    CachedRowSet crsStudents = StudentDB.getAllStudents(); %>
...
Data Entry Example – 2nd Attempt

**Advantages over 1st Attempt**
- StudentBean stores session data only
- StudentModel executes DB access code only
- No need to manually close any connection